An Experiment to Generate Thread Priority Map Table for Java Thread and Windows Operating System Thread
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Abstract—Process scheduling policies and thread scheduling policies play vital role in the performance of any multitasking operating system. When thread is executed by the operating system, operating system assigns various priority levels to give fair chance of execution. Computer programming languages like java also provides properties and functions to assign different priority levels to any thread created in java program. The java programming language supports ten thread priority levels. While Windows operating system supports thirty two thread priority levels. This paper describe an experiment carried out to find out relation between different thread priority levels given in the java programming language with the thread priority levels in windows operating system. The result of the experiment shows that which java thread priority level is equivalent to windows thread priority level.
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I. INTRODUCTION

As processor capabilities have increased, so have demands on performance, which has increased pressure on processor resources with maximum efficiency. Noticing the time that processors wasted running single tasks while waiting for certain events to complete, software developers began wondering if the processor could be doing some other work at the same time. To arrive at a solution, software architects began writing operating systems that supported running pieces of programs, called threads. Threads are small tasks that can run independently. Each thread gets its own time slice, so each thread represents one basic unit of processor utilization. Threads are organized into processes, which are composed of one or more threads. All threads in a process share access to the process resources [1].

Modern operating systems which allow multiple tasks to run simultaneously is called multitasking operating system. Similarly operating systems which allows multiple threads to run simultaneously is called multithreading operating system. Windows operating system is a multitasking and multithreading operating system. Being a multithreading operating system, windows follows thread base scheduling system in which highest priority thread will grab the CPU for execution.

II. THREAD STATE

Once thread is created in the process, thread can be in one of the following state. The thread state decides current situation of a thread in the system. The thread can be in any one state at a time. The transition from one state to another state is possible during the execution of the thread. The thread states and transitions are shown in figure 1. [2]-[7]
Ready
- A thread in the ready state is waiting for CPU to execute.

Deferred ready
- A thread in the deferred ready state if selected to run on a specific processor but have not yet been scheduled.

Standby
- A thread in the standby state has been selected to run next on a particular processor. A thread can be preempted out of the standby state before it ever executes if a higher priority thread becomes runnable before the standby thread begins execution.

Running
- A thread is in execution.

Waiting
- A thread can enter the wait state if waits for I/O event to finish.

Gate Waiting
- When a thread does a wait on a gate dispatcher object, it enters the gate waiting state instead of the waiting state.

Transition
- A thread enters the transition state if it is ready for execution but its kernel stack is paged out of memory.

Terminated
- When a thread finishes execution, it enters the terminated state.

Initialized
- This state is used internally while a thread is being created.

III. WINDOW SCHEDULING SCENARIOS

Windows implements a priority-driven, preemptive scheduling system and schedules at thread granularity level. That is the highest-priority runnable (ready) thread always gets the CPU for execution. All scheduling decisions are made strictly on a thread basis and no consideration is given to what process the thread belongs to. Windows scheduler schedules thread using following scheduling scenarios. [2]-[5][8]

A. Voluntary Switch
- In voluntary switch, a thread might voluntarily relinquish use of the processor by entering a wait state by calling one of the Windows wait functions.

B. Preemption
- In preemption, a lower-priority thread is preempted when a higher-priority thread becomes ready to run. This situation might occur for a couple of reasons:
  - A higher-priority thread’s wait completes. The event that the other thread was waiting for has occurred.
  - A thread priority is increased or decreased.

C. Quantum End
- When a thread is selected to run, it runs for an amount of time called a quantum. A quantum is the length of time a thread is allowed to run before another thread at the same priority level. When the running thread exhausts its CPU quantum, Windows must determine whether the thread’s priority should be decremented and then whether another thread should be scheduled on the processor.

IV. THREAD PRIORITY LEVELS IN WINDOWS

To understand the thread-scheduling algorithms, you must first understand the priority levels that Windows uses. As illustrated in Figure 2, internally Windows uses 32 priority levels, ranging from 0 through 31. These values divide up as follows:[2]-[5][9]-[10]

- Sixteen real-time levels (16 through 31)
- Fifteen variable levels (1 through 15)
- One system level (0)

![Figure 2: Thread Priority Levels in Windows](image-url)
Threads are scheduled to run based on their scheduling priority. Each thread is assigned a scheduling priority. The priority levels range from zero (lowest priority) to 31 (highest priority). Only the zero-page thread can have a priority of zero. The zero-page thread is a system thread responsible for zeroing any free pages when there are no other threads that need to run.

The system treats all threads with the same priority as equal. The system assigns time slice (quantum) in a round-robin fashion to all threads with the highest priority. If none of these threads are ready to run, the system assigns time slices in a round-robin fashion to all threads with the next highest priority. If a higher-priority thread becomes available to run, the system ceases to execute the lower-priority thread without allowing it to finish using its time slice, and assigns a full time slice to the higher-priority thread.

The priority of each thread is determined by the following criteria:
- The priority class of its process.
- The priority level of the thread within the priority class of its process.

The priority class and priority level are combined to form the base priority of a thread. Each thread has a dynamic priority. This is the priority the scheduler uses to determine which thread to execute. Initially, a thread's dynamic priority is the same as its base priority. The system can boost and lower the dynamic priority to ensure that no threads are starved for processor time. The system does not boost the priority of threads with a base priority level between 16 and 31. Only threads with a base priority between 0 and 15 receive dynamic priority boosts. [8][11]-[19]

V. MULTITHREADING IN JAVA

Java provides built-in support for multithreaded programming.[20]-[22]

A. Thread States in Java

A thread goes through various stages in its life cycle. For example, a thread is born, started, runs, and then dies. Following diagram shows complete life cycle of a thread in java.

![Thread Life Cycle Diagram](image)

**New**: A new thread begins its life cycle in the new state. It remains in this state until the program starts the thread. It is also referred to as a born thread.

**Runnable**: After a newly born thread is started, the thread becomes runnable. A thread in this state is considered to be executing its task.

**Waiting**: Sometimes a thread transitions to the waiting state while the thread waits for another thread to perform a task. The thread transitions back to the runnable state only when another thread signals the waiting thread to continue executing.

**Timed waiting**: A runnable thread can enter the timed waiting state for a specified interval of time. The thread in this state transition back to the runnable state when that time interval expires or when the event it is waiting for occurs.

**Terminated**: A runnable thread enters the terminated state when it completes its task or otherwise terminates.

B. Thread Priorities in Java

Every Java thread has a priority that helps the operating system to determine the order in which threads are scheduled. Java priorities are in the range between MIN_PRIORITY (a constant of 1) and MAX_PRIORITY (a constant of 10). By default, every thread is given priority NORM_PRIORITY (a constant of 5).[20]-[24]

<table>
<thead>
<tr>
<th>Value</th>
<th>Description</th>
<th>Integer Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>MIN_PRIORITY</td>
<td>Min. Priority</td>
<td>1</td>
</tr>
<tr>
<td>NORM_PRIORITY</td>
<td>Normal Priority</td>
<td>5</td>
</tr>
<tr>
<td>MAX_PRIORITY</td>
<td>Maximum Priority</td>
<td>10</td>
</tr>
</tbody>
</table>
Thus Java supports ten different priority levels. The Thread Class of java.lang package has a method called setPriority using which we can set different priority levels in Java program.

VI. EXPERIMENTAL DESIGN

Java programming language has Thread class in java.lang package. By extending Thread class we can create thread in any java program. The Thread class has setPriority method which is inherited by subclass of Thread class. Using this method we can set different priority levels. Run the java program by setting different priorities in the subclass using setPriority method. View the output of each program run in the process explorer to get the relevant priority value of windows operating system thread.

An experiment can be design as under to generate thread priority map table for java thread and windows operating system thread.

Step 1: Create a java sub class MyThread by extending Thread Class.
Step 2: Override run method of subclass MyThread. Print “Hello World” infinite number of times.
Step 3: Create a java class ThreadDemo. Create object of MyThread class in main method of ThreadDemo class.
Step 4: Set priority level using setPriority method.
Step 5: Compile and Run ThreadDemo program by setting different priority levels.
Step 6: Check the priority of windows operating system for the priority set in the java program using Process Explorer Tool.

Process Explorer is an advanced process management utility. It will show you detailed information about a process including its icon, command-line, full image path, memory statistics, user account, security attributes, thread information etc. This tool is useful to display base priority and dynamic priority of windows operating system. In this experiment we will execute java program by setting different thread priority and view base priority and dynamic priority using this tool.

Using above experiment design we can find that if we set different priority level in java programming language, associated windows priority level is available in process explorer as output. By setting ten different priorities in java program, we get ten different values for windows base priority and windows dynamic priority as shown in figure 4.

VII. EXPERIMENTAL OUTPUT

The experiment gives following Thread Priority Map Table for Java Thread and Windows Operating System Thread.

<table>
<thead>
<tr>
<th>Java Thread Priority Value</th>
<th>Windows Base Priority Value</th>
<th>Windows Dynamic Priority Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>2</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>3</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>4</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>5</td>
<td>8</td>
<td>8</td>
</tr>
</tbody>
</table>
VIII. SUMMARY AND CONCLUSIONS

The experimental result shows that the java thread priority range 1 to 10 is equal to windows base priority range 6 to 10. It also reveals that though Windows operating system gives 32 different priority levels, java language thread can set priority value between 6 to 10 base priorities of windows operating system.
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